Sets

A set is an unordered collection of items. Every set element is unique (no duplicates) and must be immutable (cannot be changed).

However, a set itself is mutable. We can add or remove items from it.

Since sets are unordered, we cannot access items using indexes like we do in lists.

Unlike other collections in Python, there is no index attached to the elements of the set, i.e., we cannot directly access any element of the set by the index. However, we can print them all together, or we can get the list of elements by looping through the set.

# Declaring and empty set

s = set()

print(type(s))

# Initializing a set

s = {1,2,3,4,1}

print(s)

# Set methods

# Adding a new element to the set

x = set()

x.add(1)

x.add(2)

x.add(1)

x.add(3)

print(x)

# By default set elemenates the duplicate values

s = {1,1,1,1,1,2,2,2,2,3,3,3,3,3,4,4,4,4,4,5,5,5,5,5,5,6,6,6,6,6,7,7,7,7,7}

print(s)

# filter the duplicate elements from a list, using set

list = [1,1,1,1,1,2,2,2,2,3,3,3,3,3,4,4,4,4,4,5,5,5,5,5,5,6,6,6,6,6,7,7,7,7,7]

print(list) #prints all the list along with duplicates

# First convert the list to a set using 'set()' function

for i in set(list):

    print(i)

# filter the duplicate elements from a list, using set

# Finding length of a set

s = {1,1,1,1,1,2,2,2,2,3,3,3,3,3,4,4,4,4,4,5,5,5,5,5,5,6,6,6,6,6,7,7,7,7,7}

print(s) #prints all the list along with duplicates

print(len(s))

**Set Methods:**

# Check if "banana" is present in the set:

s = {"apple", "banana", "cherry"}

print("banana" in s)

# To add items from another set into the current set, use the update() method.

s = {"apple", "banana", "cherry"}

seasonal = {"pineapple", "mango", "papaya"}

s.update(seasonal)

print(s)

# The object in the update() method does not have to be a set, it can be any iterable object (tuples, lists, dictionaries etc.).

s = {"apple", "banana", "cherry"}

l = ["kiwi", "orange"]

s.update(l)

print(s)

# Use the union() method that returns a new set containing all items from both sets, or the update() method that inserts all the items from one set into another:

set1 = {"a", "b" , "c"}

set2 = {1, 2, 3}

set3 = set1.union(set2)

print(set3)

# The intersection\_update() method will keep only the items that are present in both sets.

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

x.intersection\_update(y)

print(x)

# The intersection() method will return a new set, that only contains the items that are present in both sets.

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

z = x.intersection(y)

print(z)

# Return a set that contains the items that only exist in set x, and not in set y:

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

z = x.difference(y)

print(z)

# The symmetric\_difference\_update() method will keep only the elements that are NOT present in both sets.

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

x.symmetric\_difference\_update(y)

print(x)

# Remove the items that exist in both sets and returns the first set

# The difference\_update() method is different from the difference() method, because the difference() method returns a new set, without the unwanted items, and the difference\_update() method removes the unwanted items from the original set.

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

x.difference\_update(y)

print(x)

# The symmetric\_difference() method will return a new set, that contains only the elements that are NOT present in both sets.

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "apple"}

z = x.symmetric\_difference(y)

print(z)

# To remove an item in a set, use the remove(), or the discard() method.

# Note: If the item to remove does not exist, remove() will raise an error.

# You can also use the pop() method to remove an item, but this method will remove the last item. Remember that sets are unordered, so you will not know what item that gets removed.

# The return value of the pop() method is the removed item.

s = {"apple", "banana", "cherry"}

s.remove("banana")

print(s)

s.discard("cherry")

print(s)

# The clear() method empties the set:

# The del keyword will delete the set completely:

s = {"apple", "banana", "cherry"}

s.clear()

print(s)

# More Methods on Sets

fruits = {"apple", "banana", "cherry"}

x = fruits.copy()

print(x)

# Returns True if no items in set x is present in set y:

x = {"apple", "banana", "cherry"}

y = {"google", "microsoft", "facebook"}

z = x.isdisjoint(y)

print(z)

# Returns True if all items in set x are present in set y:

x = {"a", "b", "c"}

y = {"f", "e", "d", "c", "b", "a"}

z = x.issubset(y)

print(z)

# Returns True if all items set y are present in set x:

x = {"f", "e", "d", "c", "b", "a"}

y = {"a", "b", "c"}

z = x.issuperset(y)

print(z)

# set of mixed datatypes

my\_set = {1.0, "Hello", (1, 2, 3)}

print(my\_set)

# set cannot have duplicates

# Output: {1, 2, 3, 4}

my\_set = {1, 2, 3, 4, 3, 2}

print(my\_set)

# we can make set from a list

# Output: {1, 2, 3}

my\_set = set([1, 2, 3, 2])

print(my\_set)

# set cannot have mutable items

# here [3, 4] is a mutable list

# this will cause an error.

my\_set = {1, 2, [3, 4]}

# initialize my\_set

my\_set = {1, 3}

print(my\_set)

# my\_set[0]

# if you uncomment the above line

# you will get an error

# TypeError: 'set' object does not support indexing

# add an element

# Output: {1, 2, 3}

my\_set.add(2)

print(my\_set)

# add multiple elements

# Output: {1, 2, 3, 4}

my\_set.update([2, 3, 4])

print(my\_set)

# add list and set

# Output: {1, 2, 3, 4, 5, 6, 8}

my\_set.update([4, 5], {1, 6, 8})

print(my\_set)

# Built-in Functions with Set

# The all() function returns True if all elements in the given iterable are true. If not, it returns False.

boolean\_list = ['True', 'True', 'True']

result = all(boolean\_list)

print(result)

# The any() function returns True if any element of an iterable is True. If not, it returns False.

boolean\_list = ['True', 'False', 'True']

result = any(boolean\_list)

print(result)

# The enumerate() method adds a counter to an iterable and returns it (the enumerate object).

languages = ['Python', 'Java', 'JavaScript']

enumerate\_prime = enumerate(languages)

print(list(enumerate\_prime))

enumerate\_prime = enumerate(languages,11)

print(list(enumerate\_prime))

# Looping Over an Enumerate object

grocery = ['bread', 'milk', 'butter']

for item in enumerate(grocery):

  print(item)

print('\n')

for count, item in enumerate(grocery):

  print(count, item)

print('\n')

# changing default start value

for count, item in enumerate(grocery, 100):

  print(count, item)

**Python frozenset():**

# Frozen set is just an immutable version of a Python set object. While elements of a set can be modified at any time, elements of the frozen set remain the same after creation.

# tuple of vowels

vowels = ('a', 'e', 'i', 'o', 'u')

fSet = frozenset(vowels)

print('The frozen set is:', fSet)

print('The empty frozen set is:', frozenset())

# frozensets are immutable

fSet.add('v')

**Set Operations in Conventional Way:**

## Python Set Operations

Sets can be used to carry out mathematical set operations like union, intersection, difference and symmetric difference. We can do this with operators or methods.

Let us consider the following two sets for the following operations.

>>> A = {1, 2, 3, 4, 5}

>>> B = {4, 5, 6, 7, 8}

### Set Union
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Union of A and B is a set of all elements from both sets.

Union is performed using | operator. Same can be accomplished using the union() method.

# Set union method

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use | operator

# Output: {1, 2, 3, 4, 5, 6, 7, 8}

print(A | B)

**Output**

{1, 2, 3, 4, 5, 6, 7, 8}

Try the following examples on Python shell.

# use union function

>>> A.union(B)

{1, 2, 3, 4, 5, 6, 7, 8}

# use union function on B

>>> B.union(A)

{1, 2, 3, 4, 5, 6, 7, 8}

### Set Intersection

![Set Intersection in Python](data:image/jpeg;base64,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)Set Intersection in Python

Intersection of A and B is a set of elements that are common in both the sets.

Intersection is performed using & operator. Same can be accomplished using the intersection() method.

# Intersection of sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use & operator

# Output: {4, 5}

print(A & B)

**Output**

{4, 5}

Try the following examples on Python shell.

# use intersection function on A

>>> A.intersection(B)

{4, 5}

# use intersection function on B

>>> B.intersection(A)

{4, 5}

### Set Difference
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Difference of the set B from set A(A - B) is a set of elements that are only in A but not in B. Similarly, B - A is a set of elements in B but not in A.

Difference is performed using - operator. Same can be accomplished using the difference() method.

# Difference of two sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use - operator on A

# Output: {1, 2, 3}

print(A - B)

**Output**

{1, 2, 3}

Try the following examples on Python shell.

# use difference function on A

>>> A.difference(B)

{1, 2, 3}

# use - operator on B

>>> B - A

{8, 6, 7}

# use difference function on B

>>> B.difference(A)

{8, 6, 7}

### Set Symmetric Difference
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Symmetric Difference of A and B is a set of elements in A and B but not in both (excluding the intersection).

Symmetric difference is performed using ^ operator. Same can be accomplished using the method symmetric\_difference().

# Symmetric difference of two sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use ^ operator

# Output: {1, 2, 3, 6, 7, 8}

print(A ^ B)

**Output**

{1, 2, 3, 6, 7, 8}

Try the following examples on Python shell.

# use symmetric\_difference function on A

>>> A.symmetric\_difference(B)

{1, 2, 3, 6, 7, 8}

# use symmetric\_difference function on B

>>> B.symmetric\_difference(A)

{1, 2, 3, 6, 7, 8}